Exemplar Project: the Verifying Compiler.

A verifying compiler [2] uses automated mathematical and logical reasoning methods
to check the correctness of the programs that it compiles. The critetion of correctness
is specified by types, assertions, and other redundant annotations that are associated
with the code of the program, often inferred automatically, and increasingly often
supplied by the original programmer. The compiler will work in combination with
other program development and testing tools, to achieve any desired degree of
confidence in the structural soundness of the system and the total correctness of its
more critical components. The only limit to its use will be set by an evaluation of the
cost and benefits of accurate and complete formalization of the criterion of
-correctness forthe software.

An important and integral part of the project proposal is to evaluate the capabilities
and performance of the verifying compiler by application to a representative selection
of legacy code, chiefly from open sources. This will give confidence that the
engineering compromises that are necessary in such an ambitious project have not
damaged its ability to deal with real programs written by real programmers. 1t is only
after this demonstration of capability that programmers working on new projects will
gain the confidence to exploit verification technology in new projects.

Note that the verifying compiler itself does not itself have to be verified. Itis
adequate to rely on the normal engineering judgment that errors in a user program are
unlikely to be compensated by errors in the compiler. Verification of a verifying
compiler is a specialized task, forming a suitable topic for a separate grand challenge.

This proposed grand challenge is now evaluated under a relevant selection of the
standard headings suggested for evaluation of a Grand Challenge Project.

Historical. The idea of using assertions to check a large routine is due to Turing [12].
The idea of the computer checking the correctness of its own programs was put
forward by McCarthy [13]. The two ideas were brought together in the verifying
compiler by Floyd [14]. Early attempts to implement the idea [15] were severely
inhibited by the difficulty of proof support with the machines of that day. At that
time, the source code of widely used software was usunally kept secret. It was
generally written in assembler for a proprietary computer architecture, which was
often withdrawn after a short interval on the market. The ephemeral nature and
limited distribution for software written by hardware manufacturers reduced
motivation for a major verification effort.

Since those days, further difficulties have arisen from the complexities of modern
software practice and modern programming languages [16]. Features such as
concurrent programming, object orientation and inheritance, have not been designed
with the care needed to facilitate program verification. However, the relevant
concepts of concurrency and objects have been explored by theoreticians in the ‘clean
room’ conditions of new experimental programming languages [17,18]. In the
implementation of a verifying compiler, the results of such pure research will have to




be adapted, extended and combined; they must then be implemented and tested by
application on a broad scale to legacy code expressed in legacy languages.

Feasible. Most of the factors which have inhibited progress on practical program
verification are no longer as severe as they were.

1. Experience has been gained in specification and verification of moderately scaled
systems, chiefly in the area of safety-critical and mission-critical software; but so
far the proofs have been mainly manual [20,21].

2. The corpus of Open Source Software [http://sourceforge.net] is now universally
available and used by millions, so justifying almost any effort expended on

improvement of its quality and robustness. -Although-it-is subject to-continuous
improvement, the pace of change is reasonably predictable. It is an important part
of this challenge to cater for software evolution.

3. Advances in unifying theories of programming [28] suggest that many aspects of
correctness of concurrent and object-oriented programs can be expressed by
assertions, supplemented by automatic or machine-assisted insertion of
instrumentation in the form of ghost (model} variables and assignments to them.

4. Many of the global program analyses which are needed to underpin correctness
proofs for systems involving concurrency and pointer manipulation have now been
developed for use in optimising compilers [29].

5. Theorem proving technology has made great strides in many directions. Model
checking [30-33] is widely understood and used, particularly in hardware design.
Decision procedures [34] are beginning to be applied to software. Proof search
engines [35] are now well populated with libraries of application-dependent
theorems and tactics, Finally, SAT checking [36] promises a step-function increase
in the power of proof tools. A major remaining challenge is to find effective ways
of combining this wide range of component technologies into a small number of
tools, to meet the needs of program verification.

6. Program analysis tools are now available which use a variety of techniques to

discover relevant invariants and abstractions [37-39]. It is hoped that that these will

formalize at least the program properties relevant to its structural integrity, with a

minimum of human intervention.

7. Theories relevant for the correciness of concurrency are well established [40-42];

and theories for object orientation and pointer manipulation are under development

[43,44].

Cooperative. The work can be delegated to teams working independently on the
annotation of code, on verification condition generation, and on the proof tools.

1. The existing corpus of Open Source Software can easily be parcelled out to
different teams for analysis and annotation; and the assertions can be checked by
massive testing in advance of availability of adequate proof tools.

2. It is now standard for a compiler to produce an abstract syntax tree from the source
code, together with a data base of program properties. A compiler that exposes the
syntax tree would enable many reseatchers to cotlaborate on program analysis
algorithms, test harnesses, test case generators, verification condition generators,
and other verification and validation tools.

3. Modern proof tools permit extension by libraries of specialized theories [34]; these
can be developed by many hands to meet the needs of each application. In




particular, proof procedures can be developed that are specific to commonly used
standard application programmer inferfaces for legacy code [45].

Effective. The promulgation of this challenge is intended to cause a shift in the
motivations and activities of scientists and engineers in all the relevant research
communities. They will be pioneers in the collaborative implementation and use of a
single large experimental device, following a tradition that is well established in
Astronomy and Physics but not yet in Computer science.

1. Researchers in programming theory will accept the challenge of extending proof
technology for programs written in complex and uncongenial legacy languages.
They will nced to design program analysis algorithmsto test-whether actual legacy
programs observe the constraints that make each theoretical proof technique valid.

2. Builders of programming tools will carry out experimental implementation of the
hypotheses originated by theorists; following practice in experimental branches of
science, their goal is to explore the range of application of the theory to real code.

. 3. Sympathetic software users will allow newly inserted assertions to be checked
dynamically in production runs, even before the tools are available to verify them.

4, Empirical Computer Scientists will apply tools developed by others to the analysis
and verification of representative large-scale examples of open code.

5. Compiler writers will support the proof goals by adapting and extending the
program analyses cmrently used for optimisation of code; later they may even
exploit for purposes of further optimization the additional redundant information
provided with a verified program.

6. Providers of proof tools will regard the project as a fruitful source of low-level
conjectures needing verification, and will evolve their algorithms and libraries of
theories to meet the needs of actual legacy sofiware and its users.

7. Teachers and students of the foundations of software engineering will be enthused
to set student projects that annotate and verify a small part of a large code base, so
contributing to the success of a world-wide project.

Incremental. The progress of the project can be assessed by the number of lines of
legacy code that have been verified, and the level of annotation and verification that
has been achieved. The relevant levels of annotation are: structural integrity, partial
functional specification, specification of total correctness. The relevant levels of
verification are: by testing, by human proof, with machine assistance, and fully
automatic. Most software is now at the lowest level — structural integrity verified by
massive testing, It will be interesting to record the incremental achievement of higher
Ievels by individual modules of code, and to find out how widely the higher levels are
reasonably achievable; few modules are likely to reach the highest level of full
verification.
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